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Generated Codes on Computer Programming 

Education at Introductory Level: Curriculum 

Design Recommendations 

Anthony Kwubeghari 

The variety of generative artificial intelligence (AI) applications has led to a 
sharp rise in interest in their application in Learning programming and the 
process of writing programs. From the reviewed literature, researchers are yet 
to find best ways to integrate AI-generated programs in the pedagogy of 
teaching and learning programming especially in the introductory level where 
understanding the fundamentals is crucial. Researchers and teachers must 
prioritize academic integrity and fair assessment of students' programming skills 
in the era of Large Language Models (LLM) over viewing AI as a threat. How 
are computing educators planning to modify their courses in response to the 
increasing proliferation of AI code generation and explanation tools, considering 
the current state of affairs and looking into the future when AI capabilities are 
likely to improve? This paper harnessed the experiences of using LLM (AI code 
generating tools) for teaching and learning computer programming at the 
introductory level based on the perspective of the students, the teachers and 
the researchers. This paper also gathered various perspectives on the above 
question based on the existing works, position papers and workshops by the 
computing community. Recommendations on the possible best ways to 
integrate LLM or AI code-generating tools were made. By providing 
recommendations for teachers and curriculum developers on how to 
successfully integrate these tools into teaching and learning programming, this 
paper will advance knowledge of the possible advantages and consequences of 
using them in educational environments.  

Keywords: Large Language Model, AI Code generating tools, Introductory 

Programming Education, Novice Programming, Artificial Intelligence 

  

1. Introduction

Using Artificial Intelligence (AI) and Machine 
Learning (ML) powered software tools to write a 
computer code is becoming normal. A programmer 
or a student gives the AI tool a specification of the 
task to be performed by the code instead of 
manually typing each line of code. With the aid of 
advanced Large Language Model (LLM) and 
Generative AI techniques, the AI tools automatically 
suggest or generate code based on the required 
functionality specified by the user [1].  
In the past ten years, there has been a noticeable 
advancement in programming education. While it 
was once thought that only a select few people 
should be proficient in programming, it is now a 
prerequisite for many different professions. These 
days, programming is a vital tool for coming up with 
creative solutions to challenging issues in a variety 
of industries, such as finance, healthcare, and 
transportation. For this reason, learning 
programming is essential for anyone who wishes to 

succeed in a variety of fields, particularly business 
[2].  
For educators and students taking introductory 
programming classes and associated courses, AI-
generated code offers both opportunities and 
obstacles. The quick availability and accessibility of 
these technologies raises the possibility that 
instructors will be unprepared for the profound 
effects of AI-generated code on teaching methods. 
As a result, we must immediately evaluate our 
teaching methods in light of this new technology [3]. 
Code generation technologies are developing rapidly 
and it is hard to ignore their prevalence among aids 
for learning within computer science courses. They 
have a great potential to bring benefits in 
educational realm if being approached and used in a 
smart way. Sheard, et al [4] pointed out that there 
may be some kind of backlash if the teachers don’t 
teach the students how to use and integrate AI tools 
in their learning because students will definitely use 
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them and the workplaces will require them 
(students) to use such tools in future. 
 It is unclear how teachers should adjust to this new 
technology that our students can access for free [5]. 
As asked by Lau and Guo [6]: How are computing 
educators planning to modify their courses in 
response to the increasing proliferation of AI code 
generation and explanation tools, taking into account 
the current state of affairs and projecting into the 
future when AI capabilities are likely to improve? 
The aim of this paper is to gather various view points 
on the above questions based on the existing works, 
position papers and workshops by the computing 
community and then make recommendations. 
 
1.1 Motivation. 

Returning to the university setting after more than 27 

years away and finding that the introductory level of 

computer programming education was still taught in 

the same way, I was inspired to look for a better 

teaching method in this era of LLM. The curriculum 

developers and teachers act as though there is no 

such thing as a large language model (in general) or 

AI code generation (in particular). There should be 

established or de facto best practices for integrating 

AI-generating tools into introductory computer 

programming education in order to preserve 

academic integrity.  

2. Review of Relevant Literatures on 
Code Generation Tools in Introductory 
Computer Programming Education 
Sarsa, et al [7] foresee that the features of 
generative models for computing education practice 
and research will only improve over time with the 
continuing evolution of these models. The work also 
infer that modern machine learning models like 
OpenAI Codex offer many benefits for programming 
course designers, although potential challenges 
should not be ignored. 
Poldrack, et al [8] agree with the potential power of 
AI code generation tool but strongly suggests 
through their finding that human validation is needed 
to guarantee high accuracy. 
According to Lau and Guo [6], many intended to 
take prompt action to deter cheating in the short 
term. In addition, opinions are divided over how to 
use these AI tools in the long run. Some wanted to 
outlaw them and keep teaching programming 
fundamentals, while others are planning to 
incorporate them into classes to help students get 
ready for the workforce. 
From the research of Yilmaz and Yilmaz [2], with 
appropriate measures to mitigate the limitations, it 
would be useful to integrate generative AI tools in 
programming courses considering the benefits they 
offer in programming teaching. 
Research on introductory programming sequences 
in computing education highlights the potential of 
open-source AI-driven code generation tools. 

However, educators must quickly identify 
opportunities and challenges to ensure the 
effectiveness and coordination of these tools in 
shaping educational outcomes [3].   
Denny, et al [9] found that students value these tools 
because they can provide prompt and engaging 
assistance when needed. Furthermore, they 
expressed a strong preference for elements that 
allowed them to continue being independent while 
learning, such as scaffolding, which help the users 
solve problems by guiding them through the process 
rather than giving them the solutions directly. 
Educators are re-evaluating learning objectives and 
seeking innovative teaching strategies to adapt to 
changes in course and curriculum. There are no 
research-based pedagogies or best practices for 
integrating these tools with courses. The future of 
programming skills may shift from providing students 
with basic understanding to using AI tools for 
necessary programming. This shift could lead to 
computer science becoming a subject with extensive 
knowledge, with few students needing real 
programming skills [4]. 
Introductory courses aim to teach students to read 
and understand code, which is increasingly 
important due to LLM-based tools' ease of 
generation. Efficient prompting for LLMs is crucial for 
end-user programming activities [10].  
Inspired by the findings from surveys that 
demonstrate that the learners on Degree 
Apprenticeship Programme have a great curiosity in 
learning and exploiting emerging AI technology, 
Petrovska, et al [11] explores how Generative AI can 
be integrated into software development education. 
Doughty et al [12] studied the use of LLMs in Python 
programming courses, finding that GPT-4 can 
generate clear, accurate, and high-quality multiple-
choice questions (MCQs) with alignment with 
learning objectives, providing valuable insights for 
educators using advanced generative models. 
Pan et al [13] study reveals AI Content detectors' 
ineffectiveness in distinguishing between human-
written and AI-generated code, raising concerns 
about potential exploitation of this flaw by LLM 
users. 
Logacheva, et al [14] demonstrate that AI-generated 
programming problems can be a valuable addition to 
introductory programming courses, because 
students get access to a limitless supply of practice 
material to cater for their individual learning 
objectives and areas of interest. Denny, et al [15] 
and Logacheva, et al [14] agreed that LLM tools in 
introductory programming courses are viable 
learning resources for students. According to Becker 
et al [3], when using generative AI tools, educators 
and curriculum planners must carefully consider how 
much emphasis should be placed on writing and 
implementing code as opposed to specifying, 
reading, comprehending, tracing, testing, and 
debugging code. 
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. From the exploratory survey of Liang, et al [16], 
developers are more inclined to use AI programming 
assistants due to their capacity for autocompletion, 
speeding up programming tasks, and helping them 
remember syntax. These features outweigh the 
developers' need for assistance in coming up with 
ideas for solving problems. Furthermore, there is a 
gap between the needs of developers and the output 
of the tools, even with the high performance of 
cutting-edge AI programming assistants. One 
example of this is the need to account for non-
functional requirements. 
Generative AI is significantly impacting programming 
education, affecting assessment, classroom 
practices, and learning goals. It raises moral and 
ethical issues, potentially changing computing and 
influencing students' and teachers' majors. The 
success of generative AI depends on its benefits for 
students and teachers, and educators must stay 
updated on its capabilities and minimize risks [17]. 
Human instructors provide timely and quality 
feedback in large undergraduate programming 
courses, but scaling their support is challenging due 
to their limited availability. Students often prioritize 
assignment completion over long-term learning and 
conceptual mastery, relying on Artificial Intelligence 
for assistance [9]. 
AI can transform education by enabling adaptive and 
transformative landscapes. Hence, balancing 
challenges and AI's potential for enriched, innovative 
education is crucial for the future [18]. 
 

3. Method 

The approaches used in this work are in the 
following order. 
Defining the scope: The title suggests the scope of 
the work. Then the criteria for selecting papers are 
as explained later in this section. The scholarly 
sources identified for pertinent materials are Web of 
Science, Google Scholar, MDPI, and Scopus. 
Searching for the Research Papers: Several 
pertinent studies that have conducted research in 
this field were located using keywords like "code 
generation tools," "introductory programming 
education," and "higher education," as well as any 
combination of these terms. The obtained articles 
are chosen from conference proceedings and 
journals. To avoid leaving out any relevant work, the 
references of earlier works were also consulted; and 
the synonyms of the searched terms were further 
considered.  
Screening the papers: Usman et al [19] quality 
assessment criteria for the selection of articles were 
applied. Such criteria involve asking important 
questions like: Was the abstract well-defined? Were 
the introduction, literature review, and pertinent 
works fully explained? Were the methodology and 
outcome evaluation sections clearly stated? We 
choose the articles published in prestigious journals 
and conference proceedings based on the Web of 

Science Core Collection after eliminating duplicate 
and unnecessary articles. 
Analyze: An essential component of a systematic 
review is assessing the scientific merit of the 
shortlisted articles. This assessment is conducted 
using the progressive assessment procedure 
outlined in Rowe et al [20]. Research concepts, 
study designs, data collection methods, data 
analysis techniques, discussions, and results are all 
included in this process [21].  
Presentation: In the last stage, the article, 
“Pedagogical Challenges of Ai-Generated Codes on 
Computer Programming Education at Introductory 
Level: Curriculum Design Recommendations” was 
structured. The content of the article was arranged 
and presented for easy reading and understanding. 

4. Results and Discussion 

This section discusses the imparts of the use of Ai-
code generating tools in teaching and learning 
programming in three perspectives: Teachers’ 
teaching experiences, students learning experiences 
at the introductory stage and researchers’ 
experiences. The possible advantages and the 
corresponding pitfalls as identified by many 
researchers ([22], [7], [3], [17], [8], [2], [6], [30]) are 
discussed in this section. 

4.1 The Imparts of Ai-Generated Code on 
Teachers of Introductory Programming 
Education 
The advantages of these tools in helping teachers 
create a variety of programming exercises and 
provide thorough explanations were emphasized by 
Sarsa et al [7]. Code generation tools, according to 
Becker et al [3], open doors for innovative 
pedagogical strategies. Not only can these tools 
generate exercises, but they can also provide more 
thorough explanations of the generated exercises 
than teachers could. Teachers can save time and 
effort and give their students access to useful 
resources by using these technologies. These 
features of code generation tools give teachers 
access to a wide range of materials that can 
significantly improve students' educational 
experiences by giving them thorough support to 
succeed in programming. 
There are serious concerns whether teachers are 
ready to handle the influence of these tools on 
educational practices. Becker, et al [3] opined that 
educators will lose out on opportunities to shape 
what opportunities arise and what challenges 
continue if the effectiveness and proliferation of 
these tools continue to advance quickly without 
prompt, deliberate, and coordinated efforts. 

4.2 The Imparts of Ai-Generated Code on 
Students of Introductory Programming 
Education 
Code generation tools can assist students with a 
variety of tasks related to programming, such as 
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fixing bugs in programming, software engineering 
projects, creating exercises that provide clear 
explanations and examples of programming 
constructs and algorithmic patterns, mapping 
problems to solutions, and exam preparation [22]. 
Researchers caution against relying too much on the 
tool in favour of learning how to code independently. 
These possible pitfalls show how important it is to 
use caution and critical thinking when utilizing these 
kinds of tools, particularly when teaching students. 
It's crucial to strike a balance between using these 
tools and helping students learn the fundamentals of 
programming and problem-solving in order to 
guarantee their learning progress and theoretical 
comprehension [22]. 

4.3 The Imparts of Ai-Generated Code on 
Researchers  
Large Language model provides researchers with a 
number of benefits. It can aid in the research writing 
process quite well. In its most basic form, it can 
enhance writing by highlighting typographical errors 
and fixing them, offer sophisticated vocabulary, and 
suggest improvement techniques. This frees up 
more time for experimentation and implementation 
on the part of the researchers. In order to aid 
researchers in understanding published work on a 
given subject, the model can also summarize the 
work. By examining a particular subject, it can also 
offer hints and research topics [23]. 
 
4.4 Challenges of Ai-Generated Codes to 
Introductory Computer Programming Education 
Since LLMs are still an emerging technology, it's 
crucial to be aware of the following application-
related difficulties: 
✓ Academic Integrity – Prather, et al [24] 

summarized the following common practices 
that may undermine academic integrity through 
the use of AI code generation tools: plagiarism, 
unauthorized resources, collusion (collaboration 
among students without official approval but 
submitted as individual work), contract cheating 
(requesting another person to produce a work 
but submitted as your work), and falsification 
(inventing data or results; LLM can produce 
incorrect result).  

✓ Incorrectness - Errors in the analysis or 
generation of code can result in problems and 
defects in program. Consistent testing and 
validation procedures are needed to confirm the 
accuracy of content produced by LLM [25]. 

✓ Rapid Evolution - LLM technology is still 
evolving, and these models' efficiency varies 
with time [25]. Teachers and students need to 
keep up with these developments and modify 
their teaching methods accordingly. 

✓ Intellectual Property - The huge training data 
of LLMs may contain copyrighted materials that 
may lead to legal issues when using these tools 
for code generation [25]. 

✓ Lack of Essential Skills - Users of LLMs must 
create pertinent prompts and verify their 
outcomes. Because many users are not yet 
proficient enough with prompt patterns to 
interact with these models effectively, the 
usability of LLMs depends on user expertise 
[25]. Students' prompts are not up to par when 
they lack the necessary skills to fully utilize 
Generative AI tools. Consequently, it is 
imperative to encourage students to develop the 
capacity to utilize AI tools efficiently and 
comprehend how to ask questions and evaluate 
answers [29]. 

✓ Security – Pearce, et al [30] found that AI code 
generators are vulnerable to security risk both 
during training and generation. Therefore users 
should be alert. 

✓ Human Oversight - Given the current state 
of LLM maturity, human oversights are 
maintained during usage to ensure people make 
informed decisions and ensure ethical 
compliance. The Artificial Intelligence Risk 
Management Framework (AI RMF 1.0) by 
National Institute of Standards and Technology 
of US Department of Commerce also provides 
important context for proper use of generative AI 
tools [28]. 

✓ Over Reliance on Generative AI Tools - critical 
thinking and problem-solving skills can be 
limited by the ease with which generative tools 
get answers, problem-solving strategies, and 
scientific text generation [23]. Although the most 
recent LLM releases are frequently very 
powerful, they are not a universally applicable 
solution to every student's problem. Teachers, 
students, organizations, and institutions all need 
to know when to use LLMs and what kinds of 
problems work best for them. In particular, users 
need to be aware of the risks and ways to 
mitigate them in order to apply LLMs effectively 
in the modern world. 

✓ Adversarial Attack - Any machine learning 
model has the potential to receive adversarial 
machine learning attack. Attackers can tamper 
with the data used to train the AI model or use 
inputs that appear normal but have hidden 
features that can generate confusion for the AI 
system. 

 

5. Recommendations 
 
Based on detail study of the concerns of the 
stakeholders in computer programming education, 
especially introductory level, we offer the following 
recommendations.  

i. Teach Students About Proper and 
Improper Use: This includes the rationale 
behind the choices you made regarding the 
learning objectives. A concise statement on 
your syllabus should  include the following: 
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When using AI is appropriate (provide a list 
of specific tasks and activities); When using 
AI is inappropriate (provide a list of specific 
tasks and activities); How to apply AI (idea 
generation, paraphrasing, summarizing, 
etc.); How to properly cite the use of AI in 
assignments (footnotes, APA, supporting 
documents, etc.); Penalties for breaking the 
AI policy of the course or the assignment 
(such as an F on the assignment) [29]. 

ii. Code comprehension and critical 
thinking skills: In addition to understanding 
the fundamentals, emphases should be 
placed more on code comprehension and 
critical thinking skills from curriculum design 
stage to classroom teaching. This will 
enable the students to develop the 
competency to read and understand code 
thoroughly in this era of LLM.  

iii. Live coding Assessment: This approach 
enables students to solve problems during 
Lab or practical classes. This assessment 
method removes the danger of plagiarism 
and any AI assistance. 

iv. Test-driven assessment before coding 
[18]: This approach enables students to 
write test before coding, hence encouraging 
critical thinking in solving problem. This 
approach enables students to first of all 
tackle smaller problems, understand the 
domain, ensures code correctness and 
nurtures analytical mindset for solving 
problems. At the end, over reliance on AI 
assistance is reduced.  

v. Use AI Code Generating Tools as 
Additional Learning Materials: Use AI to 
produce several code snippet examples that 
highlight particular ideas. This gives 
students a variety of viewpoints for 
approaching problem-solving. Students can 
also practice various approaches to the 
same problem by using AI to generate 
variations of programming exercises. 

vi. Use AI Code Generating Tools as 
Teaching Aids for Debugging Exercises: 
Employ AI to produce code that contains 
deliberate bugs or logical errors. Then, 
students can practice debugging—an 
important competency for programmers. 
Also give students a copy of AI-generated 
code to review, and encourage them to point 
out any problems or possible improvements. 

vii. Use AI Code Generating Tools as 
Collaborative Learning Resources: Attach 
students to groups to examine and enhance 
code generated by artificial intelligence. This 
encourages critical thinking and 
collaboration. AI-generated code can be use 
to initiate discussions regarding coding 
conventions, best practices, and problem-
solving approaches in the classroom. 

viii. Use AI Code Generating Tools to Aid 
Creativity: To help students learn coding in 
an enjoyable and interesting way, 
encourage them to use AI to generate ideas 
or templates for creative coding projects. 

ix. Teachers Must be Versatile in AI Code 
Generating Tools: The era of Large 
Language Model (LLM) has come to stay. 
Students will use it whether teachers 
encourage it or not. The only way to help 
students is to have expert knowledge of 
LLM. 

 

6. Conclusions 
 
Identifying quick fixes to the current state of affairs is 
important as the academic community struggles with 
these new challenges. While researchers try to find 
ways to integrate AI-generated programs in the 
pedagogy, educators and institutions need to adapt 
to the changing environment. They need to think 
about ways to maintain academic integrity and 
guarantee a rigorous and equitable assessment of 
students' programming skills. Rather than just 
viewing AI as a danger to academic integrity, we 
should consider its potential and power to improve 
the efficiency of assessments, teaching and 
learning. Just as intelligent Integrated Development 
Environment (IDE) with many features for easy 
coding are acceptable, Large Language Models for 
code generation have come to stay. The issue now 
is to find the best way to incorporate it in teaching 
and learning programming at the introductory level. 
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